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**Assignment – 6**

**Problem-1 : Implement Queue using Stack**  
**Code:**

class MyQueue {

private:

stack<int> s1, s2;

void transfer() {

while (!s1.empty()) {

s2.push(s1.top());

s1.pop();

}

}

public:

MyQueue() {}

void push(int x) {

s1.push(x);

}

int pop() {

if (s2.empty()) {

transfer();

}

int front = s2.top();

s2.pop();

return front;

}

int peek() {

if (s2.empty()) {

transfer();

}

return s2.top();

}

bool empty() {

return s1.empty() && s2.empty();

}

};
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**Problem-2 : Implement Stack using Queue**  
**Code:**

class MyStack {

private:

queue<int> q1, q2;

public:

MyStack() {}

void push(int x) {

q2.push(x);

while (!q1.empty()) {

q2.push(q1.front());

q1.pop();

}

swap(q1, q2);

}

int pop() {

int top = q1.front();

q1.pop();

return top;

}

int top() {

return q1.front();

}

bool empty() {

return q1.empty();

}

};

**Output SS:**
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**Problem-3 : Implement Trie using an Array**  
**Code:**

class Trie {

private:

    struct TrieNode {

        unordered\_map<char, TrieNode\*> children;

        bool isEndOfWord = false;

    };

    TrieNode\* root;

public:

    Trie() {

        root = new TrieNode();

    }

    void insert(string word) {

        TrieNode\* node = root;

        for (char c : word) {

            if (!node->children.count(c)) {

                node->children[c] = new TrieNode();

            }

            node = node->children[c];

        }

        node->isEndOfWord = true;

    }

    bool search(string word) {

        TrieNode\* node = root;

        for (char c : word) {

            if (!node->children.count(c)) {

                return false;

            }

            node = node->children[c];

        }

        return node->isEndOfWord;

    }

    bool startsWith(string prefix) {

        TrieNode\* node = root;

        for (char c : prefix) {

            if (!node->children.count(c)) {

                return false;

            }

            node = node->children[c];

        }

        return true;

    }

};

**Output SS:**
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**Problem-4 : Implement Deque using Stack**  
**Code:**

#include <iostream>

#include <stack>

using namespace std;

class DequeUsingStacks {

private:

stack<int> frontStack, backStack;

void transfer(stack<int>& from, stack<int>& to) {

while (!from.empty()) {

to.push(from.top());

from.pop();

}

}

public:

void pushFront(int x) {

frontStack.push(x);

}

void pushBack(int x) {

backStack.push(x);

}

int popFront() {

if (frontStack.empty()) {

transfer(backStack, frontStack);

}

if (frontStack.empty()) throw runtime\_error("Deque is empty");

int val = frontStack.top();

frontStack.pop();

return val;

}

int popBack() {

if (backStack.empty()) {

transfer(frontStack, backStack);

}

if (backStack.empty()) throw runtime\_error("Deque is empty");

int val = backStack.top();

backStack.pop();

return val;

}

bool empty() {

return frontStack.empty() && backStack.empty();

}

};

int main() {

DequeUsingStacks dq;

dq.pushFront(1);

dq.pushBack(2);

dq.pushFront(3);

cout << dq.popFront() << endl;

cout << dq.popBack() << endl;

cout << dq.popFront() << endl;

cout << dq.empty() << endl;

return 0;

}

**Output SS:**
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**Problem-5 : Implement Min Stack using Two Stacks**  
**Code:**

#include <iostream>

#include <stack>

using namespace std;

class MinStack {

private:

stack<int> mainStack;

stack<int> minStack;

public:

void push(int x) {

mainStack.push(x);

if (minStack.empty() || x <= minStack.top()) {

minStack.push(x);

}

}

void pop() {

if (!mainStack.empty()) {

if (mainStack.top() == minStack.top()) {

minStack.pop();

}

mainStack.pop();

}

}

int top() {

return mainStack.top();

}

int getMin() {

return minStack.top();

}

};

int main() {

MinStack minStack;

minStack.push(5);

minStack.push(2);

minStack.push(8);

cout << "Minimum: " << minStack.getMin() << endl;

minStack.pop();

cout << "Top: " << minStack.top() << endl;

minStack.pop();

cout << "Minimum: " << minStack.getMin() << endl;

return 0;

}

**Output SS:**
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**Problem-6 : Implement Max Stack using Two Stacks**  
**Code:**

#include <iostream>

#include <stack>

using namespace std;

class MaxStack {

private:

stack<int> mainStack;

stack<int> maxStack;

public:

void push(int x) {

mainStack.push(x);

if (maxStack.empty() || x >= maxStack.top()) {

maxStack.push(x);

}

}

int pop() {

if (mainStack.empty()) return -1;

int top = mainStack.top();

mainStack.pop();

if (top == maxStack.top()) {

maxStack.pop();

}

return top;

}

int top() {

return mainStack.empty() ? -1 : mainStack.top();

}

int getMax() {

return maxStack.empty() ? -1 : maxStack.top();

}

bool empty() {

return mainStack.empty();

}

};

int main() {

MaxStack s;

s.push(5);

s.push(1);

s.push(10);

cout << "Max: " << s.getMax() << endl;

cout << "Pop: " << s.pop() << endl;

cout << "Max: " << s.getMax() << endl;

cout << "Empty: " << s.empty() << endl;

return 0;

}

**Output SS:**
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**Problem-7 : Implement Priority Queue using Stack**  
**Code:**

#include <bits/stdc++.h>

using namespace std;

class PriorityQueueStack {

private:

stack<pair<int, int>> s;

int order = 0;

public:

void push(int x) {

s.push({x, order++});

}

int pop() {

if (s.empty()) return -1;

stack<pair<int, int>> temp;

pair<int, int> maxElem = s.top();

s.pop();

while (!s.empty()) {

if (s.top().first > maxElem.first || (s.top().first == maxElem.first && s.top().second < maxElem.second)) {

temp.push(maxElem);

maxElem = s.top();

} else {

temp.push(s.top());

}

s.pop();

}

while (!temp.empty()) {

s.push(temp.top());

temp.pop();

}

return maxElem.first;

}

bool empty() {

return s.empty();

}

};

int main() {

PriorityQueueStack pq;

pq.push(3);

pq.push(1);

pq.push(4);

pq.push(2);

cout << pq.pop() << endl;

cout << pq.pop() << endl;

cout << pq.pop() << endl;

cout << pq.pop() << endl;

return 0;

}

**Output SS:**
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**Problem-8 : Implement BST (Inorder Traversal) using Stack (Iterative DFS)**  
**Code:**

#include <iostream>

#include <stack>

using namespace std;

struct TreeNode {

int val;

TreeNode \*left, \*right;

TreeNode(int x) : val(x), left(NULL), right(NULL) {}

};

void inorderTraversal(TreeNode\* root) {

stack<TreeNode\*> s;

TreeNode\* curr = root;

while (curr != NULL || !s.empty()) {

while (curr != NULL) {

s.push(curr);

curr = curr->left;

}

curr = s.top();

s.pop();

cout << curr->val << " ";

curr = curr->right;

}

}

int main() {

TreeNode\* root = new TreeNode(5);

root->left = new TreeNode(3);

root->right = new TreeNode(7);

root->left->left = new TreeNode(2);

root->left->right = new TreeNode(4);

root->right->left = new TreeNode(6);

root->right->right = new TreeNode(8);

inorderTraversal(root);

return 0;

}

**Output SS:**
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**Problem-9 : Implement Graph DFS using Stack (Iterative DFS)**  
**Code:**

#include <iostream>

#include <vector>

#include <stack>

using namespace std;

class Graph {

int V;

vector<vector<int>> adj;

public:

Graph(int V) {

this->V = V;

adj.resize(V);

}

void addEdge(int v, int w) {

adj[v].push\_back(w);

}

void DFS(int start) {

vector<bool> visited(V, false);

stack<int> s;

s.push(start);

while (!s.empty()) {

int v = s.top();

s.pop();

if (!visited[v]) {

cout << v << " ";

visited[v] = true;

}

for (auto it = adj[v].rbegin(); it != adj[v].rend(); ++it) {

if (!visited[\*it]) {

s.push(\*it);

}

}

}

}

};

int main() {

Graph g(5);

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 3);

g.addEdge(1, 4);

g.DFS(0);

return 0;

}

**Output SS:**
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**Problem-10 : Implement Stack using Queue**

**Code:**

#include <iostream>

#include <queue>

using namespace std;

class MyStack {

private:

queue<int> q;

public:

void push(int x) {

q.push(x);

for (int i = 0; i < q.size() - 1; i++) {

q.push(q.front());

q.pop();

}

}

int pop() {

int top = q.front();

q.pop();

return top;

}

int top() {

return q.front();

}

bool empty() {

return q.empty();

}

};

int main() {

MyStack s;

s.push(1);

s.push(2);

cout << s.top() << endl;

cout << s.pop() << endl;

cout << s.empty() << endl;

return 0;

}

**Output SS:**
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**Problem-11 : Implement Deque using Queue**  
**Code:**

#include <iostream>

#include <queue>

using namespace std;

class MyDeque {

private:

queue<int> q1, q2;

public:

void pushFront(int x) {

q2.push(x);

while (!q1.empty()) {

q2.push(q1.front());

q1.pop();

}

swap(q1, q2);

}

void pushBack(int x) {

q1.push(x);

}

int popFront() {

if (q1.empty()) return -1;

int front = q1.front();

q1.pop();

return front;

}

int popBack() {

if (q1.empty()) return -1;

while (q1.size() > 1) {

q2.push(q1.front());

q1.pop();

}

int back = q1.front();

q1.pop();

swap(q1, q2);

return back;

}

bool empty() {

return q1.empty();

}

};

int main() {

MyDeque dq;

dq.pushFront(1);

dq.pushBack(2);

dq.pushFront(3);

cout << dq.popFront() << endl;

cout << dq.popBack() << endl;

cout << dq.empty() << endl;

return 0;

}

**Output SS:**
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**Problem-12 : Implement Circular Queue using Queue**  
**Code:**

#include <iostream>

#include <queue>

using namespace std;

class CircularQueue {

private:

queue<int> q;

int maxSize;

public:

CircularQueue(int k) {

maxSize = k;

}

bool enQueue(int value) {

if (q.size() == maxSize) return false;

q.push(value);

return true;

}

bool deQueue() {

if (q.empty()) return false;

q.pop();

return true;

}

int Front() {

return q.empty() ? -1 : q.front();

}

int Rear() {

return q.empty() ? -1 : q.back();

}

bool isEmpty() {

return q.empty();

}

bool isFull() {

return q.size() == maxSize;

}

};

int main() {

CircularQueue cq(3);

cout << cq.enQueue(1) << endl;

cout << cq.enQueue(2) << endl;

cout << cq.enQueue(3) << endl;

cout << cq.enQueue(4) << endl;

cout << cq.Rear() << endl;

cout << cq.isFull() << endl;

cout << cq.deQueue() << endl;

cout << cq.enQueue(4) << endl;

cout << cq.Rear() << endl;

return 0;

}

**Output SS:**
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**Problem-13 :  Implement BST Level Order Traversal using Queue (BFS)**  
**Code:**

#include <iostream>

#include <queue>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(NULL), right(NULL) {}

};

void levelOrder(TreeNode\* root) {

if (!root) return;

queue<TreeNode\*> q;

q.push(root);

while (!q.empty()) {

TreeNode\* node = q.front();

q.pop();

cout << node->val << " ";

if (node->left) q.push(node->left);

if (node->right) q.push(node->right);

}

}

int main() {

TreeNode\* root = new TreeNode(10);

root->left = new TreeNode(5);

root->right = new TreeNode(15);

root->left->left = new TreeNode(2);

root->left->right = new TreeNode(7);

root->right->left = new TreeNode(12);

root->right->right = new TreeNode(20);

levelOrder(root);

return 0;

}

**Output SS:**
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**Problem-14 : Implement Graph BFS using Queue**  
**Code:**

#include <iostream>

#include <vector>

#include <queue>

using namespace std;

class Graph {

int V;

vector<vector<int>> adj;

public:

Graph(int V) {

this->V = V;

adj.resize(V);

}

void addEdge(int u, int v) {

adj[u].push\_back(v);

adj[v].push\_back(u);

}

void BFS(int start) {

vector<bool> visited(V, false);

queue<int> q;

visited[start] = true;

q.push(start);

while (!q.empty()) {

int node = q.front();

q.pop();

cout << node << " ";

for (int neighbor : adj[node]) {

if (!visited[neighbor]) {

visited[neighbor] = true;

q.push(neighbor);

}

}

}

}

};

int main() {

Graph g(5);

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 3);

g.addEdge(1, 4);

g.BFS(0);

return 0;

}

**Output SS:**

![](data:image/png;base64,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)

**Problem-15 : Implement Circular Queue using an Array**  
**Code:**

#include <iostream>

using namespace std;

class CircularQueue {

private:

int \*arr;

int front, rear, size, capacity;

public:

CircularQueue(int c) {

capacity = c;

arr = new int[capacity];

front = rear = -1;

size = 0;

}

bool isFull() {

return size == capacity;

}

bool isEmpty() {

return size == 0;

}

void enqueue(int value) {

if (isFull()) return;

if (front == -1) front = 0;

rear = (rear + 1) % capacity;

arr[rear] = value;

size++;

}

int dequeue() {

if (isEmpty()) return -1;

int data = arr[front];

front = (front + 1) % capacity;

size--;

if (size == 0) front = rear = -1;

return data;

}

int frontElement() {

return isEmpty() ? -1 : arr[front];

}

int rearElement() {

return isEmpty() ? -1 : arr[rear];

}

};

int main() {

CircularQueue q(5);

q.enqueue(1);

q.enqueue(2);

q.enqueue(3);

cout << q.dequeue() << endl;

cout << q.frontElement() << endl;

cout << q.rearElement() << endl;

return 0;

}

**Output SS:**
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**Problem-16 : Implement Deque using an Array**  
**Code:**

#include <iostream>

using namespace std;

class Deque {

private:

int\* arr;

int front, rear, size, capacity;

public:

Deque(int cap) {

capacity = cap;

arr = new int[cap];

front = -1;

rear = 0;

size = 0;

}

bool isFull() {

return size == capacity;

}

bool isEmpty() {

return size == 0;

}

void insertFront(int value) {

if (isFull()) return;

if (front == -1) {

front = rear = 0;

} else {

front = (front - 1 + capacity) % capacity;

}

arr[front] = value;

size++;

}

void insertRear(int value) {

if (isFull()) return;

if (front == -1) {

front = rear = 0;

} else {

rear = (rear + 1) % capacity;

}

arr[rear] = value;

size++;

}

void deleteFront() {

if (isEmpty()) return;

if (front == rear) {

front = rear = -1;

} else {

front = (front + 1) % capacity;

}

size--;

}

void deleteRear() {

if (isEmpty()) return;

if (front == rear) {

front = rear = -1;

} else {

rear = (rear - 1 + capacity) % capacity;

}

size--;

}

int getFront() {

return isEmpty() ? -1 : arr[front];

}

int getRear() {

return isEmpty() ? -1 : arr[rear];

}

};

int main() {

Deque dq(5);

dq.insertRear(10);

dq.insertFront(20);

dq.insertRear(30);

dq.deleteFront();

cout << dq.getFront() << " " << dq.getRear() << endl;

return 0;

}

**Output SS:**
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**Problem-17 : Implement Two Stacks in One Array**  
**Code:**

#include <iostream>

using namespace std;

class TwoStacks {

int\* arr;

int size;

int top1, top2;

public:

TwoStacks(int n) {

size = n;

arr = new int[n];

top1 = -1;

top2 = n;

}

void push1(int x) {

if (top1 < top2 - 1) {

arr[++top1] = x;

}

}

void push2(int x) {

if (top1 < top2 - 1) {

arr[--top2] = x;

}

}

int pop1() {

if (top1 >= 0) {

return arr[top1--];

}

return -1;

}

int pop2() {

if (top2 < size) {

return arr[top2++];

}

return -1;

}

};

int main() {

TwoStacks ts(10);

ts.push1(5);

ts.push2(10);

ts.push1(15);

ts.push2(20);

cout << ts.pop1() << endl;

cout << ts.pop2() << endl;

return 0;

}

**Output SS:**
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**Problem-18 : Implement k Stacks in a Single Array**  
**Code:**

#include <iostream>

using namespace std;

class KStacks {

int \*arr, \*top, \*next;

int n, k, freeTop;

public:

KStacks(int k, int n) {

this->k = k;

this->n = n;

arr = new int[n];

top = new int[k];

next = new int[n];

freeTop = 0;

for (int i = 0; i < k; i++) top[i] = -1;

for (int i = 0; i < n - 1; i++) next[i] = i + 1;

next[n - 1] = -1;

}

void push(int item, int sn) {

if (freeTop == -1) return;

int i = freeTop;

freeTop = next[i];

arr[i] = item;

next[i] = top[sn];

top[sn] = i;

}

int pop(int sn) {

if (top[sn] == -1) return -1;

int i = top[sn];

top[sn] = next[i];

next[i] = freeTop;

freeTop = i;

return arr[i];

}

};

int main() {

KStacks ks(3, 10);

ks.push(15, 2);

ks.push(45, 2);

ks.push(17, 1);

ks.push(49, 1);

ks.push(39, 1);

ks.push(11, 0);

ks.push(9, 0);

ks.push(7, 0);

cout << ks.pop(2) << endl;

cout << ks.pop(1) << endl;

cout << ks.pop(0) << endl;

return 0;

}

**Output SS:**
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**Problem-19 : Implement k Queues in a Single Array**  
**Code:**

#include <iostream>

using namespace std;

class KQueues {

int \*arr, \*front, \*rear, \*next;

int n, k, freeSpot;

public:

KQueues(int k, int n) {

this->k = k;

this->n = n;

arr = new int[n];

front = new int[k];

rear = new int[k];

next = new int[n];

freeSpot = 0;

for (int i = 0; i < k; i++) front[i] = -1;

for (int i = 0; i < n - 1; i++) next[i] = i + 1;

next[n - 1] = -1;

}

void enqueue(int data, int qn) {

if (freeSpot == -1) return;

int i = freeSpot;

freeSpot = next[i];

if (front[qn] == -1) front[qn] = i;

else next[rear[qn]] = i;

next[i] = -1;

rear[qn] = i;

arr[i] = data;

}

int dequeue(int qn) {

if (front[qn] == -1) return -1;

int i = front[qn];

front[qn] = next[i];

next[i] = freeSpot;

freeSpot = i;

return arr[i];

}

};

int main() {

KQueues kq(3, 10);

kq.enqueue(10, 0);

kq.enqueue(20, 1);

kq.enqueue(30, 2);

cout << kq.dequeue(0) << endl;

cout << kq.dequeue(1) << endl;

cout << kq.dequeue(2) << endl;

return 0;

}

**Output SS:**
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**Problem-20 : Implement Min Heap using an Array**  
**Code:**

#include <iostream>

#include <vector>

using namespace std;

class MinHeap {

private:

vector<int> heap;

void heapifyUp(int index) {

while (index > 0 && heap[index] < heap[(index - 1) / 2]) {

swap(heap[index], heap[(index - 1) / 2]);

index = (index - 1) / 2;

}

}

void heapifyDown(int index) {

int size = heap.size();

while (2 \* index + 1 < size) {

int smallest = 2 \* index + 1;

if (smallest + 1 < size && heap[smallest + 1] < heap[smallest]) {

smallest++;

}

if (heap[index] < heap[smallest]) break;

swap(heap[index], heap[smallest]);

index = smallest;

}

}

public:

void insert(int val) {

heap.push\_back(val);

heapifyUp(heap.size() - 1);

}

int extractMin() {

if (heap.empty()) return -1;

int minVal = heap[0];

heap[0] = heap.back();

heap.pop\_back();

heapifyDown(0);

return minVal;

}

void display() {

for (int num : heap) cout << num << " ";

cout << endl;

}

};

int main() {

MinHeap mh;

mh.insert(10);

mh.insert(5);

mh.insert(20);

mh.insert(2);

mh.display();

cout << "Min: " << mh.extractMin() << endl;

mh.display();

return 0;

}

**Output SS:**
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**Problem-21 : Implement Max Heap using an Array**  
**Code:**

#include <iostream>

using namespace std;

class MaxHeap {

private:

int \*heap;

int capacity;

int size;

void heapifyUp(int index) {

while (index > 0) {

int parent = (index - 1) / 2;

if (heap[parent] < heap[index]) {

swap(heap[parent], heap[index]);

index = parent;

} else {

break;

}

}

}

void heapifyDown(int index) {

while (2 \* index + 1 < size) {

int left = 2 \* index + 1;

int right = 2 \* index + 2;

int largest = left;

if (right < size && heap[right] > heap[left]) {

largest = right;

}

if (heap[index] < heap[largest]) {

swap(heap[index], heap[largest]);

index = largest;

} else {

break;

}

}

}

public:

MaxHeap(int cap) {

capacity = cap;

heap = new int[capacity];

size = 0;

}

void insert(int val) {

if (size == capacity) return;

heap[size] = val;

heapifyUp(size);

size++;

}

int extractMax() {

if (size == 0) return -1;

int maxVal = heap[0];

heap[0] = heap[size - 1];

size--;

heapifyDown(0);

return maxVal;

}

void display() {

for (int i = 0; i < size; i++) {

cout << heap[i] << " ";

}

cout << endl;

}

};

int main() {

MaxHeap h(10);

h.insert(15);

h.insert(10);

h.insert(20);

h.insert(5);

h.display();

cout << "Max: " << h.extractMax() << endl;

h.display();

return 0;

}

**Output SS:**
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**Problem-22 : Implement Hash Table using an Array (Linear Probing & Chaining)**  
**Code:**

#include <iostream>

#include <list>

using namespace std;

class HashTable {

private:

static const int size = 10;

list<int> table[size];

int hashFunction(int key) {

return key % size;

}

public:

void insertChaining(int key) {

int index = hashFunction(key);

table[index].push\_back(key);

}

bool searchChaining(int key) {

int index = hashFunction(key);

for (int val : table[index]) {

if (val == key) return true;

}

return false;

}

void insertLinearProbing(int arr[], int n) {

int hashTable[size] = {0};

for (int i = 0; i < n; i++) {

int index = hashFunction(arr[i]);

while (hashTable[index] != 0) {

index = (index + 1) % size;

}

hashTable[index] = arr[i];

}

for (int i = 0; i < size; i++) {

cout << hashTable[i] << " ";

}

cout << endl;

}

};

int main() {

HashTable ht;

ht.insertChaining(15);

ht.insertChaining(25);

cout << ht.searchChaining(15) << endl;

int arr[] = {15, 25, 35, 45};

ht.insertLinearProbing(arr, 4);

return 0;

}

**Output SS:**

![](data:image/png;base64,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)

**Problem-23 : Implement Trie using an Array**  
**Code:**

#include <iostream>

using namespace std;

class Trie {

private:

struct TrieNode {

TrieNode\* children[26];

bool isEndOfWord;

TrieNode() {

isEndOfWord = false;

for (int i = 0; i < 26; i++) children[i] = nullptr;

}

};

TrieNode\* root;

public:

Trie() {

root = new TrieNode();

}

void insert(string word) {

TrieNode\* node = root;

for (char c : word) {

int index = c - 'a';

if (!node->children[index]) node->children[index] = new TrieNode();

node = node->children[index];

}

node->isEndOfWord = true;

}

bool search(string word) {

TrieNode\* node = root;

for (char c : word) {

int index = c - 'a';

if (!node->children[index]) return false;

node = node->children[index];

}

return node->isEndOfWord;

}

bool startsWith(string prefix) {

TrieNode\* node = root;

for (char c : prefix) {

int index = c - 'a';

if (!node->children[index]) return false;

node = node->children[index];

}

return true;

}

};

int main() {

Trie trie;

trie.insert("apple");

cout << trie.search("apple") << endl;

cout << trie.search("app") << endl;

cout << trie.startsWith("app") << endl;

trie.insert("app");

cout << trie.search("app") << endl;

return 0;

}

**Output SS:**
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**Problem-24 : Implement Graph using Adjacency Matrix (2D Array)**  
**Code:**

#include <iostream>

using namespace std;

class Graph {

private:

int vertices;

int\*\* adjMatrix;

public:

Graph(int v) {

vertices = v;

adjMatrix = new int\*[v];

for (int i = 0; i < v; i++) {

adjMatrix[i] = new int[v];

for (int j = 0; j < v; j++) {

adjMatrix[i][j] = 0;

}

}

}

void addEdge(int i, int j) {

adjMatrix[i][j] = 1;

adjMatrix[j][i] = 1;

}

void display() {

for (int i = 0; i < vertices; i++) {

for (int j = 0; j < vertices; j++) {

cout << adjMatrix[i][j] << " ";

}

cout << endl;

}

}

~Graph() {

for (int i = 0; i < vertices; i++) {

delete[] adjMatrix[i];

}

delete[] adjMatrix;

}

};

int main() {

Graph g(4);

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 2);

g.addEdge(2, 3);

g.display();

return 0;

}

**Output SS:**
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**Problem-25 : Implement Stack using Linked List**

**Code:**

#include <iostream>

using namespace std;

class Node {

public:

int data;

Node\* next;

Node(int val) : data(val), next(nullptr) {}

};

class Stack {

private:

Node\* top;

public:

Stack() : top(nullptr) {}

void push(int x) {

Node\* newNode = new Node(x);

newNode->next = top;

top = newNode;

}

int pop() {

if (!top) return -1;

int val = top->data;

Node\* temp = top;

top = top->next;

delete temp;

return val;

}

int peek() {

return top ? top->data : -1;

}

bool empty() {

return top == nullptr;

}

};

int main() {

Stack s;

s.push(10);

s.push(20);

s.push(30);

cout << s.pop() << endl;

cout << s.peek() << endl;

cout << s.empty() << endl;

return 0;

}

**Output SS:**
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**Problem-26 : Implement Queue using Linked List**  
**Code:**

#include <iostream>

using namespace std;

class Node {

public:

int data;

Node\* next;

Node(int val) : data(val), next(nullptr) {}

};

class Queue {

private:

Node\* front;

Node\* rear;

public:

Queue() : front(nullptr), rear(nullptr) {}

void enqueue(int val) {

Node\* newNode = new Node(val);

if (!rear) {

front = rear = newNode;

return;

}

rear->next = newNode;

rear = newNode;

}

int dequeue() {

if (!front) return -1;

Node\* temp = front;

front = front->next;

if (!front) rear = nullptr;

int val = temp->data;

delete temp;

return val;

}

bool isEmpty() {

return front == nullptr;

}

int peek() {

return front ? front->data : -1;

}

};

int main() {

Queue q;

q.enqueue(10);

q.enqueue(20);

q.enqueue(30);

cout << q.dequeue() << endl;

cout << q.peek() << endl;

cout << (q.isEmpty() ? "Queue is empty" : "Queue is not empty") << endl;

return 0;

}

**Output SS:**
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**Problem-27 : Implement Deque using Doubly Linked List**  
**Code:**

#include <iostream>

using namespace std;

struct Node {

int data;

Node\* prev;

Node\* next;

Node(int val) : data(val), prev(nullptr), next(nullptr) {}

};

class Deque {

private:

Node\* front;

Node\* rear;

public:

Deque() : front(nullptr), rear(nullptr) {}

void pushFront(int val) {

Node\* newNode = new Node(val);

if (!front) {

front = rear = newNode;

} else {

newNode->next = front;

front->prev = newNode;

front = newNode;

}

}

void pushBack(int val) {

Node\* newNode = new Node(val);

if (!rear) {

front = rear = newNode;

} else {

rear->next = newNode;

newNode->prev = rear;

rear = newNode;

}

}

void popFront() {

if (!front) return;

Node\* temp = front;

front = front->next;

if (front) front->prev = nullptr;

else rear = nullptr;

delete temp;

}

void popBack() {

if (!rear) return;

Node\* temp = rear;

rear = rear->prev;

if (rear) rear->next = nullptr;

else front = nullptr;

delete temp;

}

int getFront() {

return front ? front->data : -1;

}

int getBack() {

return rear ? rear->data : -1;

}

bool isEmpty() {

return front == nullptr;

}

};

int main() {

Deque dq;

dq.pushFront(10);

dq.pushBack(20);

cout << dq.getFront() << " " << dq.getBack() << endl;

dq.popFront();

cout << dq.getFront() << " " << dq.isEmpty() << endl;

dq.popBack();

cout << dq.isEmpty() << endl;

return 0;

}

**Output SS:**
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**Problem-28 : Implement Circular Queue using Linked List**  
**Code:**

#include <iostream>

using namespace std;

class Node {

public:

int data;

Node\* next;

Node(int val) : data(val), next(nullptr) {}

};

class CircularQueue {

private:

Node\* rear;

int size;

public:

CircularQueue() : rear(nullptr), size(0) {}

void enqueue(int val) {

Node\* newNode = new Node(val);

if (!rear) {

rear = newNode;

rear->next = rear;

} else {

newNode->next = rear->next;

rear->next = newNode;

rear = newNode;

}

size++;

}

void dequeue() {

if (!rear) return;

Node\* front = rear->next;

if (rear == front) rear = nullptr;

else rear->next = front->next;

delete front;

size--;

}

int front() {

return rear ? rear->next->data : -1;

}

bool isEmpty() {

return rear == nullptr;

}

void display() {

if (!rear) return;

Node\* temp = rear->next;

do {

cout << temp->data << " ";

temp = temp->next;

} while (temp != rear->next);

cout << endl;

}

};

int main() {

CircularQueue q;

q.enqueue(10);

q.enqueue(20);

q.enqueue(30);

q.display();

q.dequeue();

q.display();

return 0;

}

**Output SS:**

![](data:image/png;base64,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)

**Problem-29 : Implement Min Stack using Linked List**  
**Code:**

#include <iostream>

using namespace std;

class MinStack {

private:

struct Node {

int val, minVal;

Node\* next;

Node(int x, int minVal, Node\* next) : val(x), minVal(minVal), next(next) {}

};

Node\* head;

public:

MinStack() : head(nullptr) {}

void push(int val) {

if (!head) head = new Node(val, val, nullptr);

else head = new Node(val, min(val, head->minVal), head);

}

void pop() {

if (head) {

Node\* temp = head;

head = head->next;

delete temp;

}

}

int top() {

return head ? head->val : -1;

}

int getMin() {

return head ? head->minVal : -1;

}

};

int main() {

MinStack s;

s.push(5);

s.push(2);

s.push(8);

cout << s.getMin() << endl;

s.pop();

cout << s.getMin() << endl;

return 0;

}

**Output SS:**

![](data:image/png;base64,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)

**Problem-30 : Implement Hash Table using Linked List (Chaining Method)**  
**Code:**

#include <iostream>

#include <list>

using namespace std;

class HashTable {

private:

static const int TABLE\_SIZE = 10;

list<int> table[TABLE\_SIZE];

int hashFunction(int key) {

return key % TABLE\_SIZE;

}

public:

void insert(int key) {

int index = hashFunction(key);

table[index].push\_back(key);

}

void remove(int key) {

int index = hashFunction(key);

table[index].remove(key);

}

bool search(int key) {

int index = hashFunction(key);

for (int value : table[index]) {

if (value == key) return true;

}

return false;

}

void display() {

for (int i = 0; i < TABLE\_SIZE; i++) {

cout << i << ": ";

for (int value : table[i]) {

cout << value << " -> ";

}

cout << "NULL" << endl;

}

}

};

int main() {

HashTable ht;

ht.insert(10);

ht.insert(20);

ht.insert(30);

ht.insert(15);

ht.insert(25);

ht.display();

cout << (ht.search(20) ? "Found" : "Not Found") << endl;

ht.remove(20);

cout << (ht.search(20) ? "Found" : "Not Found") << endl;

ht.display();

return 0;

}

**Output SS:**
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**Problem-31 : Implement BST using Linked List (Flattened Representation)**  
**Code:**

#include <iostream>

using namespace std;

struct Node {

int data;

Node\* left;

Node\* right;

Node(int val) : data(val), left(nullptr), right(nullptr) {}

};

class BST {

public:

Node\* root;

BST() : root(nullptr) {}

Node\* insert(Node\* node, int val) {

if (!node) return new Node(val);

if (val < node->data) node->left = insert(node->left, val);

else node->right = insert(node->right, val);

return node;

}

void flatten(Node\* root, Node\*& prev) {

if (!root) return;

flatten(root->right, prev);

flatten(root->left, prev);

root->right = prev;

root->left = nullptr;

prev = root;

}

void inorder(Node\* node) {

if (!node) return;

inorder(node->left);

cout << node->data << " ";

inorder(node->right);

}

};

int main() {

BST tree;

tree.root = tree.insert(tree.root, 5);

tree.insert(tree.root, 3);

tree.insert(tree.root, 7);

tree.insert(tree.root, 2);

tree.insert(tree.root, 4);

tree.insert(tree.root, 6);

tree.insert(tree.root, 8);

Node\* prev = nullptr;

tree.flatten(tree.root, prev);

Node\* temp = tree.root;

while (temp) {

cout << temp->data << " ";

temp = temp->right;

}

return 0;

}

**Output SS:**
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**Problem-32 : Implement Graph using Linked List (Adjacency List)**  
**Code:**

#include <iostream>

#include <vector>

using namespace std;

class Graph {

int V;

vector<vector<int>> adj;

public:

Graph(int V) {

this->V = V;

adj.resize(V);

}

void addEdge(int u, int v) {

adj[u].push\_back(v);

adj[v].push\_back(u);

}

void printGraph() {

for (int i = 0; i < V; i++) {

cout << i << " -> ";

for (int v : adj[i]) {

cout << v << " ";

}

cout << endl;

}

}

};

int main() {

Graph g(5);

g.addEdge(0, 1);

g.addEdge(0, 4);

g.addEdge(1, 2);

g.addEdge(1, 3);

g.addEdge(1, 4);

g.addEdge(2, 3);

g.addEdge(3, 4);

g.printGraph();

return 0;

}

**Output SS:**
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**Problem-33 : Implement Priority Queue using Heap**  
**Code:**

#include <iostream>

#include <vector>

using namespace std;

class PriorityQueue {

private:

vector<int> heap;

void heapifyUp(int index) {

while (index > 0 && heap[(index - 1) / 2] < heap[index]) {

swap(heap[index], heap[(index - 1) / 2]);

index = (index - 1) / 2;

}

}

void heapifyDown(int index) {

int largest = index;

int left = 2 \* index + 1;

int right = 2 \* index + 2;

if (left < heap.size() && heap[left] > heap[largest])

largest = left;

if (right < heap.size() && heap[right] > heap[largest])

largest = right;

if (largest != index) {

swap(heap[index], heap[largest]);

heapifyDown(largest);

}

}

public:

void push(int value) {

heap.push\_back(value);

heapifyUp(heap.size() - 1);

}

int pop() {

if (heap.empty()) return -1;

int top = heap[0];

heap[0] = heap.back();

heap.pop\_back();

heapifyDown(0);

return top;

}

int top() {

return heap.empty() ? -1 : heap[0];

}

bool empty() {

return heap.empty();

}

};

int main() {

PriorityQueue pq;

pq.push(10);

pq.push(20);

pq.push(15);

cout << pq.top() << endl;

pq.pop();

cout << pq.top() << endl;

return 0;

}

**Output SS:**
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**Problem-34 : Implement Min Heap using Max Heap**

**Code:**

#include <iostream>

#include <queue>

#include <vector>

using namespace std;

class MinHeapUsingMaxHeap {

private:

priority\_queue<int> maxHeap;

public:

void push(int val) {

maxHeap.push(-val);

}

void pop() {

maxHeap.pop();

}

int top() {

return -maxHeap.top();

}

bool empty() {

return maxHeap.empty();

}

};

int main() {

MinHeapUsingMaxHeap minHeap;

minHeap.push(10);

minHeap.push(5);

minHeap.push(20);

minHeap.push(1);

while (!minHeap.empty()) {

cout << minHeap.top() << " ";

minHeap.pop();

}

return 0;

}

**Output SS:**
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**Problem-35 : Implement Max Heap using Min Heap**  
**Code:**

#include <iostream>

#include <queue>

using namespace std;

class MaxHeap {

private:

priority\_queue<int, vector<int>, greater<int>> minHeap;

public:

void push(int val) {

minHeap.push(-val);

}

int pop() {

int top = -minHeap.top();

minHeap.pop();

return top;

}

int top() {

return -minHeap.top();

}

bool empty() {

return minHeap.empty();

}

};

int main() {

MaxHeap maxHeap;

maxHeap.push(10);

maxHeap.push(20);

maxHeap.push(5);

cout << maxHeap.top() << endl;

maxHeap.pop();

cout << maxHeap.top() << endl;

return 0;

}

**Output SS:**
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**Problem-36 : Implement Median Finder using Two Heaps (Min Heap + Max Heap)**  
**Code:**

#include <bits/stdc++.h>

using namespace std;

class MedianFinder {

private:

priority\_queue<int> maxHeap;

priority\_queue<int, vector<int>, greater<int>> minHeap;

public:

void addNum(int num) {

if (maxHeap.empty() || num <= maxHeap.top()) maxHeap.push(num);

else minHeap.push(num);

if (maxHeap.size() > minHeap.size() + 1) {

minHeap.push(maxHeap.top());

maxHeap.pop();

} else if (minHeap.size() > maxHeap.size()) {

maxHeap.push(minHeap.top());

minHeap.pop();

}

}

double findMedian() {

if (maxHeap.size() > minHeap.size()) return maxHeap.top();

return (maxHeap.top() + minHeap.top()) / 2.0;

}

};

int main() {

MedianFinder mf;

mf.addNum(1);

mf.addNum(2);

cout << mf.findMedian() << endl;

mf.addNum(3);

cout << mf.findMedian() << endl;

return 0;

}

**Output SS:**
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**Problem-37 : Implement Kth Largest Element Finder using Heap**  
**Code:**

#include <iostream>

#include <queue>

#include <vector>

using namespace std;

class KthLargest {

private:

priority\_queue<int, vector<int>, greater<int>> minHeap;

int k;

public:

KthLargest(int k, vector<int>& nums) {

this->k = k;

for (int num : nums) {

add(num);

}

}

int add(int val) {

minHeap.push(val);

if (minHeap.size() > k) {

minHeap.pop();

}

return minHeap.top();

}

};

int main() {

vector<int> nums = {4, 5, 8, 2};

KthLargest kthLargest(3, nums);

cout << kthLargest.add(3) << endl;

cout << kthLargest.add(5) << endl;

cout << kthLargest.add(10) << endl;

cout << kthLargest.add(9) << endl;

cout << kthLargest.add(4) << endl;

return 0;

}

**Output SS:**

![](data:image/png;base64,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)

**Problem-38 : Implement BST using Linked List**  
**Code:**

#include <iostream>

using namespace std;

struct Node {

int data;

Node\* left;

Node\* right;

Node(int val) : data(val), left(NULL), right(NULL) {}

};

class BST {

public:

Node\* root;

BST() : root(NULL) {}

Node\* insert(Node\* node, int val) {

if (!node) return new Node(val);

if (val < node->data) node->left = insert(node->left, val);

else node->right = insert(node->right, val);

return node;

}

void insert(int val) {

root = insert(root, val);

}

void inorder(Node\* node) {

if (!node) return;

inorder(node->left);

cout << node->data << " ";

inorder(node->right);

}

void inorder() {

inorder(root);

cout << endl;

}

};

int main() {

BST tree;

tree.insert(5);

tree.insert(3);

tree.insert(7);

tree.insert(2);

tree.insert(4);

tree.insert(6);

tree.insert(8);

tree.inorder();

return 0;

}

**Output SS:**

![](data:image/png;base64,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)

**Problem-39 : Implement AVL Tree using BST**  
**Code:**

#include <iostream>

using namespace std;

class Node {

public:

int key;

Node \*left, \*right;

int height;

Node(int k) : key(k), left(nullptr), right(nullptr), height(1) {}

};

class AVLTree {

public:

Node\* insert(Node\* root, int key) {

if (!root) return new Node(key);

if (key < root->key) root->left = insert(root->left, key);

else if (key > root->key) root->right = insert(root->right, key);

else return root;

root->height = 1 + max(height(root->left), height(root->right));

return balance(root);

}

Node\* deleteNode(Node\* root, int key) {

if (!root) return root;

if (key < root->key) root->left = deleteNode(root->left, key);

else if (key > root->key) root->right = deleteNode(root->right, key);

else {

if (!root->left || !root->right) {

Node\* temp = root->left ? root->left : root->right;

delete root;

return temp;

} else {

Node\* temp = minValueNode(root->right);

root->key = temp->key;

root->right = deleteNode(root->right, temp->key);

}

}

if (!root) return root;

root->height = 1 + max(height(root->left), height(root->right));

return balance(root);

}

void inorder(Node\* root) {

if (root) {

inorder(root->left);

cout << root->key << " ";

inorder(root->right);

}

}

private:

int height(Node\* node) { return node ? node->height : 0; }

int getBalance(Node\* node) { return node ? height(node->left) - height(node->right) : 0; }

Node\* rotateRight(Node\* y) {

Node\* x = y->left;

y->left = x->right;

x->right = y;

y->height = 1 + max(height(y->left), height(y->right));

x->height = 1 + max(height(x->left), height(x->right));

return x;

}

Node\* rotateLeft(Node\* x) {

Node\* y = x->right;

x->right = y->left;

y->left = x;

x->height = 1 + max(height(x->left), height(x->right));

y->height = 1 + max(height(y->left), height(y->right));

return y;

}

Node\* balance(Node\* node) {

int balanceFactor = getBalance(node);

if (balanceFactor > 1 && getBalance(node->left) >= 0) return rotateRight(node);

if (balanceFactor > 1 && getBalance(node->left) < 0) {

node->left = rotateLeft(node->left);

return rotateRight(node);

}

if (balanceFactor < -1 && getBalance(node->right) <= 0) return rotateLeft(node);

if (balanceFactor < -1 && getBalance(node->right) > 0) {

node->right = rotateRight(node->right);

return rotateLeft(node);

}

return node;

}

Node\* minValueNode(Node\* node) {

Node\* current = node;

while (current->left) current = current->left;

return current;

}

};

int main() {

AVLTree tree;

Node\* root = nullptr;

root = tree.insert(root, 10);

root = tree.insert(root, 20);

root = tree.insert(root, 30);

root = tree.insert(root, 40);

root = tree.insert(root, 50);

root = tree.insert(root, 25);

cout << "Inorder traversal: ";

tree.inorder(root);

cout << endl;

root = tree.deleteNode(root, 30);

cout << "Inorder after deletion: ";

tree.inorder(root);

return 0;

}

**Output SS:**
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**Problem-40 : Implement Trie using HashMap**  
**Code:**

#include <bits/stdc++.h>

using namespace std;

class Trie {

struct TrieNode {

unordered\_map<char, TrieNode\*> children;

bool isEndOfWord = false;

};

TrieNode\* root;

public:

Trie() { root = new TrieNode(); }

void insert(string word) {

TrieNode\* node = root;

for (char c : word) {

if (!node->children.count(c)) node->children[c] = new TrieNode();

node = node->children[c];

}

node->isEndOfWord = true;

}

bool search(string word) {

TrieNode\* node = root;

for (char c : word) {

if (!node->children.count(c)) return false;

node = node->children[c];

}

return node->isEndOfWord;

}

bool startsWith(string prefix) {

TrieNode\* node = root;

for (char c : prefix) {

if (!node->children.count(c)) return false;

node = node->children[c];

}

return true;

}

};

int main() {

Trie trie;

trie.insert("apple");

cout << trie.search("apple") << "\n";

cout << trie.search("app") << "\n";

cout << trie.startsWith("app") << "\n";

trie.insert("app");

cout << trie.search("app") << "\n";

return 0;

}

**Output SS:**
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**Problem-41 : Implement Heap using BST**  
**Code:**

#include <iostream>

using namespace std;

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(NULL), right(NULL) {}

};

class HeapBST {

public:

TreeNode\* root;

HeapBST() : root(NULL) {}

TreeNode\* insert(TreeNode\* node, int val) {

if (!node) return new TreeNode(val);

if (val > node->val) swap(val, node->val);

node->left = insert(node->left, val);

return node;

}

void insert(int val) {

root = insert(root, val);

}

void inorder(TreeNode\* node) {

if (!node) return;

inorder(node->left);

cout << node->val << " ";

inorder(node->right);

}

void print() {

inorder(root);

cout << endl;

}

};

int main() {

HeapBST heap;

heap.insert(10);

heap.insert(20);

heap.insert(15);

heap.insert(30);

heap.insert(5);

heap.print();

return 0;

}

**Output SS:**
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**Problem-42 : Implement Segment Tree using an Array**  
**Code:**

#include <iostream>

#include <vector>

using namespace std;

class SegmentTree {

private:

vector<int> tree;

int n;

void build(vector<int>& arr, int node, int start, int end) {

if (start == end) {

tree[node] = arr[start];

} else {

int mid = (start + end) / 2;

build(arr, 2 \* node + 1, start, mid);

build(arr, 2 \* node + 2, mid + 1, end);

tree[node] = tree[2 \* node + 1] + tree[2 \* node + 2];

}

}

void update(int node, int start, int end, int idx, int val) {

if (start == end) {

tree[node] = val;

} else {

int mid = (start + end) / 2;

if (idx <= mid) update(2 \* node + 1, start, mid, idx, val);

else update(2 \* node + 2, mid + 1, end, idx, val);

tree[node] = tree[2 \* node + 1] + tree[2 \* node + 2];

}

}

int query(int node, int start, int end, int l, int r) {

if (r < start || l > end) return 0;

if (l <= start && end <= r) return tree[node];

int mid = (start + end) / 2;

return query(2 \* node + 1, start, mid, l, r) + query(2 \* node + 2, mid + 1, end, l, r);

}

public:

SegmentTree(vector<int>& arr) {

n = arr.size();

tree.resize(4 \* n);

build(arr, 0, 0, n - 1);

}

void update(int idx, int val) {

update(0, 0, n - 1, idx, val);

}

int query(int l, int r) {

return query(0, 0, n - 1, l, r);

}

};

int main() {

vector<int> arr = {1, 3, 5, 7, 9, 11};

SegmentTree segTree(arr);

cout << segTree.query(1, 3) << endl;

segTree.update(1, 10);

cout << segTree.query(1, 3) << endl;

return 0;

}

**Output SS:**
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**Problem-43 : Implement Interval Tree using BST**

**Code:**

#include <iostream>

using namespace std;

struct Interval {

int low, high;

};

struct Node {

Interval \*i;

int max;

Node \*left, \*right;

};

Node\* newNode(Interval i) {

Node\* temp = new Node;

temp->i = new Interval(i);

temp->max = i.high;

temp->left = temp->right = nullptr;

return temp;

}

Node\* insert(Node\* root, Interval i) {

if (!root) return newNode(i);

int l = root->i->low;

if (i.low < l)

root->left = insert(root->left, i);

else

root->right = insert(root->right, i);

if (root->max < i.high)

root->max = i.high;

return root;

}

bool doOverlap(Interval i1, Interval i2) {

return (i1.low <= i2.high && i2.low <= i1.high);

}

Interval\* searchOverlap(Node\* root, Interval i) {

if (!root) return nullptr;

if (doOverlap(\*(root->i), i)) return root->i;

if (root->left && root->left->max >= i.low)

return searchOverlap(root->left, i);

return searchOverlap(root->right, i);

}

int main() {

Node\* root = nullptr;

Interval intervals[] = {{15, 20}, {10, 30}, {17, 19}, {5, 20}, {12, 15}, {30, 40}};

for (auto i : intervals)

root = insert(root, i);

Interval x = {14, 16};

Interval\* res = searchOverlap(root, x);

if (res)

cout << "Overlaps with: [" << res->low << ", " << res->high << "]\n";

else

cout << "No Overlapping Interval\n";

return 0;

}

**Output SS:**
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**Problem-44 : Implement LRU Cache using Hash Table + Doubly Linked List**

**Code:**

#include <bits/stdc++.h>

using namespace std;

class LRUCache {

private:

int capacity;

list<pair<int, int>> dll;

unordered\_map<int, list<pair<int, int>>::iterator> cache;

public:

LRUCache(int cap) { capacity = cap; }

int get(int key) {

if (cache.find(key) == cache.end()) return -1;

dll.splice(dll.begin(), dll, cache[key]);

return cache[key]->second;

}

void put(int key, int value) {

if (cache.find(key) != cache.end()) {

dll.splice(dll.begin(), dll, cache[key]);

cache[key]->second = value;

return;

}

if (dll.size() == capacity) {

cache.erase(dll.back().first);

dll.pop\_back();

}

dll.push\_front({key, value});

cache[key] = dll.begin();

}

};

int main() {

LRUCache lru(2);

lru.put(1, 1);

lru.put(2, 2);

cout << lru.get(1) << endl;

lru.put(3, 3);

cout << lru.get(2) << endl;

lru.put(4, 4);

cout << lru.get(1) << endl;

cout << lru.get(3) << endl;

cout << lru.get(4) << endl;

return 0;

}

**Output SS:**
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**Problem-45 : Implement LFU Cache using Hash Table + Min Heap**

**Code:**

#include <bits/stdc++.h>

using namespace std;

class LFUCache {

public:

int capacity, minFreq;

unordered\_map<int, pair<int, int>> keyValue;

unordered\_map<int, list<int>> freqList;

unordered\_map<int, list<int>::iterator> keyIterator;

unordered\_map<int, int> keyFreq;

LFUCache(int capacity) {

this->capacity = capacity;

minFreq = 0;

}

void updateFreq(int key) {

int freq = keyFreq[key];

freqList[freq].erase(keyIterator[key]);

if (freqList[freq].empty() && freq == minFreq) minFreq++;

keyFreq[key]++;

freqList[freq + 1].push\_front(key);

keyIterator[key] = freqList[freq + 1].begin();

}

int get(int key) {

if (keyValue.find(key) == keyValue.end()) return -1;

updateFreq(key);

return keyValue[key].first;

}

void put(int key, int value) {

if (capacity == 0) return;

if (keyValue.find(key) != keyValue.end()) {

keyValue[key].first = value;

updateFreq(key);

return;

}

if (keyValue.size() >= capacity) {

int evictKey = freqList[minFreq].back();

freqList[minFreq].pop\_back();

keyValue.erase(evictKey);

keyFreq.erase(evictKey);

keyIterator.erase(evictKey);

}

keyValue[key] = {value, 1};

keyFreq[key] = 1;

freqList[1].push\_front(key);

keyIterator[key] = freqList[1].begin();

minFreq = 1;

}

};

int main() {

LFUCache cache(2);

cache.put(1, 1);

cache.put(2, 2);

cout << cache.get(1) << endl;

cache.put(3, 3);

cout << cache.get(2) << endl;

cout << cache.get(3) << endl;

cache.put(4, 4);

cout << cache.get(1) << endl;

cout << cache.get(3) << endl;

cout << cache.get(4) << endl;

return 0;

}

**Output SS:**

![](data:image/png;base64,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)

**Problem-46 :  Implement Disjoint Set (Union-Find) using Hash Table**

**Code:**

#include <iostream>

#include <unordered\_map>

using namespace std;

class DisjointSet {

private:

unordered\_map<int, int> parent;

unordered\_map<int, int> rank;

public:

void makeSet(int x) {

parent[x] = x;

rank[x] = 1;

}

int find(int x) {

if (parent[x] != x)

parent[x] = find(parent[x]);

return parent[x];

}

void unite(int x, int y) {

int rootX = find(x);

int rootY = find(y);

if (rootX != rootY) {

if (rank[rootX] > rank[rootY])

parent[rootY] = rootX;

else if (rank[rootX] < rank[rootY])

parent[rootX] = rootY;

else {

parent[rootY] = rootX;

rank[rootX]++;

}

}

}

};

int main() {

DisjointSet ds;

ds.makeSet(1);

ds.makeSet(2);

ds.makeSet(3);

ds.unite(1, 2);

cout << (ds.find(1) == ds.find(2)) << endl;

cout << (ds.find(2) == ds.find(3)) << endl;

ds.unite(2, 3);

cout << (ds.find(1) == ds.find(3)) << endl;

return 0;

}

**Output SS:**

![](data:image/png;base64,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)

**Problem-47 : Implement Trie using Hash Table**

**Code:**

#include <iostream>

#include <unordered\_map>

using namespace std;

class Trie {

private:

struct TrieNode {

unordered\_map<char, TrieNode\*> children;

bool isEndOfWord = false;

};

TrieNode\* root;

public:

Trie() {

root = new TrieNode();

}

void insert(string word) {

TrieNode\* node = root;

for (char c : word) {

if (!node->children.count(c)) {

node->children[c] = new TrieNode();

}

node = node->children[c];

}

node->isEndOfWord = true;

}

bool search(string word) {

TrieNode\* node = root;

for (char c : word) {

if (!node->children.count(c)) {

return false;

}

node = node->children[c];

}

return node->isEndOfWord;

}

bool startsWith(string prefix) {

TrieNode\* node = root;

for (char c : prefix) {

if (!node->children.count(c)) {

return false;

}

node = node->children[c];

}

return true;

}

};

int main() {

Trie trie;

trie.insert("apple");

cout << trie.search("apple") << endl;

cout << trie.search("app") << endl;

cout << trie.startsWith("app") << endl;

trie.insert("app");

cout << trie.search("app") << endl;

return 0;

}

**Output SS:**

![](data:image/png;base64,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)

**Problem-48 : Implement Graph using Hash Table (Adjacency List Representation)**

**Code:**

#include <iostream>

#include <unordered\_map>

#include <list>

using namespace std;

class Graph {

public:

unordered\_map<int, list<int>> adj;

void addEdge(int u, int v) {

adj[u].push\_back(v);

adj[v].push\_back(u);

}

void printGraph() {

for (auto& node : adj) {

cout << node.first << " -> ";

for (int neighbor : node.second) {

cout << neighbor << " ";

}

cout << endl;

}

}

};

int main() {

Graph g;

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 2);

g.addEdge(1, 3);

g.printGraph();

return 0;

}

**Output SS:**
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**Problem-49 : Implement Graph using Adjacency List (HashMap or Array of Lists)**

**Code:**

#include <iostream>

#include <unordered\_map>

#include <list>

using namespace std;

class Graph {

public:

unordered\_map<int, list<int>> adjList;

void addEdge(int u, int v) {

adjList[u].push\_back(v);

adjList[v].push\_back(u);

}

void printGraph() {

for (auto &pair : adjList) {

cout << pair.first << " -> ";

for (int vertex : pair.second) {

cout << vertex << " ";

}

cout << endl;

}

}

};

int main() {

Graph g;

g.addEdge(1, 2);

g.addEdge(1, 3);

g.addEdge(2, 4);

g.addEdge(3, 4);

g.addEdge(4, 5);

g.printGraph();

return 0;

}

**Output SS:**
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**Problem-50 : Implement Graph using Adjacency Matrix (2D Array)**

**Code:**

#include <iostream>

using namespace std;

class Graph {

private:

int vertices;

int\*\* adjMatrix;

public:

Graph(int v) {

vertices = v;

adjMatrix = new int\*[vertices];

for (int i = 0; i < vertices; i++) {

adjMatrix[i] = new int[vertices];

for (int j = 0; j < vertices; j++) {

adjMatrix[i][j] = 0;

}

}

}

void addEdge(int u, int v) {

adjMatrix[u][v] = 1;

adjMatrix[v][u] = 1;

}

void display() {

for (int i = 0; i < vertices; i++) {

for (int j = 0; j < vertices; j++) {

cout << adjMatrix[i][j] << " ";

}

cout << endl;

}

}

~Graph() {

for (int i = 0; i < vertices; i++) {

delete[] adjMatrix[i];

}

delete[] adjMatrix;

}

};

int main() {

int v = 4;

Graph g(v);

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 2);

g.addEdge(1, 3);

g.display();

return 0;

}

**Output SS:**

![](data:image/png;base64,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)

**Problem-51 :  Implement BFS using Graph + Queue**

**Code:**

#include <iostream>

#include <vector>

#include <queue>

using namespace std;

class Graph {

int V;

vector<vector<int>> adj;

public:

Graph(int V) {

this->V = V;

adj.resize(V);

}

void addEdge(int u, int v) {

adj[u].push\_back(v);

adj[v].push\_back(u);

}

void BFS(int start) {

vector<bool> visited(V, false);

queue<int> q;

visited[start] = true;

q.push(start);

while (!q.empty()) {

int node = q.front();

q.pop();

cout << node << " ";

for (int neighbor : adj[node]) {

if (!visited[neighbor]) {

visited[neighbor] = true;

q.push(neighbor);

}

}

}

}

};

int main() {

Graph g(6);

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 3);

g.addEdge(1, 4);

g.addEdge(2, 5);

g.BFS(0);

return 0;

}

**Output SS:**
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**Problem-52 : Implement DFS using Graph + Stack**

**Code:**

#include <iostream>

#include <vector>

#include <stack>

using namespace std;

class Graph {

int V;

vector<vector<int>> adj;

public:

Graph(int V) {

this->V = V;

adj.resize(V);

}

void addEdge(int v, int w) {

adj[v].push\_back(w);

}

void DFS(int start) {

vector<bool> visited(V, false);

stack<int> s;

s.push(start);

while (!s.empty()) {

int v = s.top();

s.pop();

if (!visited[v]) {

cout << v << " ";

visited[v] = true;

}

for (auto it = adj[v].rbegin(); it != adj[v].rend(); ++it) {

if (!visited[\*it]) {

s.push(\*it);

}

}

}

}

};

int main() {

Graph g(5);

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 3);

g.addEdge(1, 4);

g.addEdge(2, 4);

g.DFS(0);

return 0;

}

**Output SS:**
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**Problem-53 : Implement Topological Sorting using Graph + Stack (DFS)**

**Code:**

#include <iostream>

#include <vector>

#include <stack>

using namespace std;

class Graph {

int V;

vector<vector<int>> adj;

void topologicalSortUtil(int v, vector<bool>& visited, stack<int>& Stack) {

visited[v] = true;

for (int i : adj[v]) {

if (!visited[i]) {

topologicalSortUtil(i, visited, Stack);

}

}

Stack.push(v);

}

public:

Graph(int V) {

this->V = V;

adj.resize(V);

}

void addEdge(int v, int w) {

adj[v].push\_back(w);

}

void topologicalSort() {

stack<int> Stack;

vector<bool> visited(V, false);

for (int i = 0; i < V; i++) {

if (!visited[i]) {

topologicalSortUtil(i, visited, Stack);

}

}

while (!Stack.empty()) {

cout << Stack.top() << " ";

Stack.pop();

}

}

};

int main() {

Graph g(6);

g.addEdge(5, 2);

g.addEdge(5, 0);

g.addEdge(4, 0);

g.addEdge(4, 1);

g.addEdge(2, 3);

g.addEdge(3, 1);

g.topologicalSort();

return 0;

}

**Output SS:**

![](data:image/png;base64,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)

**Problem-54 : Implement Kruskal’s Algorithm using Graph + Disjoint Set**

**Code:**

#include <bits/stdc++.h>

using namespace std;

class DisjointSet {

public:

vector<int> parent, rank;

DisjointSet(int n) {

parent.resize(n);

rank.resize(n, 0);

for (int i = 0; i < n; i++) parent[i] = i;

}

int find(int x) {

if (parent[x] != x) parent[x] = find(parent[x]);

return parent[x];

}

void unite(int x, int y) {

int rootX = find(x), rootY = find(y);

if (rootX != rootY) {

if (rank[rootX] > rank[rootY]) parent[rootY] = rootX;

else if (rank[rootX] < rank[rootY]) parent[rootX] = rootY;

else { parent[rootY] = rootX; rank[rootX]++; }

}

}

};

struct Edge {

int u, v, weight;

bool operator<(const Edge& other) const {

return weight < other.weight;

}

};

class Graph {

public:

int V;

vector<Edge> edges;

Graph(int V) : V(V) {}

void addEdge(int u, int v, int weight) {

edges.push\_back({u, v, weight});

}

int kruskalMST() {

sort(edges.begin(), edges.end());

DisjointSet ds(V);

int mstWeight = 0;

for (Edge& e : edges) {

if (ds.find(e.u) != ds.find(e.v)) {

ds.unite(e.u, e.v);

mstWeight += e.weight;

}

}

return mstWeight;

}

};

int main() {

int V = 4;

Graph g(V);

g.addEdge(0, 1, 10);

g.addEdge(0, 2, 6);

g.addEdge(0, 3, 5);

g.addEdge(1, 3, 15);

g.addEdge(2, 3, 4);

cout << g.kruskalMST() << endl;

return 0;

}

**Output SS:**
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**Problem-55 : Implement Dijkstra’s Algorithm using Graph + Priority Queue (Heap)**

**Code:**

#include <iostream>

#include <vector>

#include <queue>

#include <climits>

using namespace std;

typedef pair<int, int> pii;

void dijkstra(int V, vector<vector<pii>>& adj, int src) {

vector<int> dist(V, INT\_MAX);

priority\_queue<pii, vector<pii>, greater<pii>> pq;

dist[src] = 0;

pq.push({0, src});

while (!pq.empty()) {

int u = pq.top().second;

pq.pop();

for (auto &[v, weight] : adj[u]) {

if (dist[u] + weight < dist[v]) {

dist[v] = dist[u] + weight;

pq.push({dist[v], v});

}

}

}

for (int i = 0; i < V; i++) {

cout << "Vertex " << i << " -> Distance: " << dist[i] << endl;

}

}

int main() {

int V = 5;

vector<vector<pii>> adj(V);

adj[0].push\_back({1, 10});

adj[0].push\_back({4, 3});

adj[1].push\_back({2, 2});

adj[1].push\_back({4, 4});

adj[2].push\_back({3, 9});

adj[3].push\_back({2, 7});

adj[4].push\_back({1, 1});

adj[4].push\_back({2, 8});

dijkstra(V, adj, 0);

return 0;

}

**Output SS:**
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**Problem-56 : Implement Circular Buffer using an Array**

**Code:**

#include <iostream>

using namespace std;

class CircularBuffer {

private:

int \*buffer;

int head, tail, size, capacity;

public:

CircularBuffer(int cap) {

capacity = cap;

buffer = new int[capacity];

head = tail = size = 0;

}

bool isFull() {

return size == capacity;

}

bool isEmpty() {

return size == 0;

}

void enqueue(int value) {

if (isFull()) return;

buffer[tail] = value;

tail = (tail + 1) % capacity;

size++;

}

int dequeue() {

if (isEmpty()) return -1;

int value = buffer[head];

head = (head + 1) % capacity;

size--;

return value;

}

int front() {

return isEmpty() ? -1 : buffer[head];

}

~CircularBuffer() {

delete[] buffer;

}

};

int main() {

CircularBuffer cb(5);

cb.enqueue(1);

cb.enqueue(2);

cb.enqueue(3);

cb.enqueue(4);

cb.enqueue(5);

cout << cb.dequeue() << endl;

cout << cb.front() << endl;

cb.enqueue(6);

cout << cb.front() << endl;

return 0;

}

**Output SS:**
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**Problem-57 : Implement Sparse Table for Range Queries using an Array**

**Code:**

#include <iostream>

#include <vector>

#include <cmath>

using namespace std;

class SparseTable {

vector<vector<int>> st;

vector<int> log;

public:

SparseTable(vector<int>& arr) {

int n = arr.size();

int k = log2(n) + 1;

st.assign(n, vector<int>(k));

log.assign(n + 1, 0);

for (int i = 2; i <= n; i++)

log[i] = log[i / 2] + 1;

for (int i = 0; i < n; i++)

st[i][0] = arr[i];

for (int j = 1; (1 << j) <= n; j++)

for (int i = 0; i + (1 << j) <= n; i++)

st[i][j] = min(st[i][j - 1], st[i + (1 << (j - 1))][j - 1]);

}

int query(int L, int R) {

int j = log[R - L + 1];

return min(st[L][j], st[R - (1 << j) + 1][j]);

}

};

int main() {

vector<int> arr = {1, 3, 2, 7, 9, 11, 3, 5, 6};

SparseTable st(arr);

cout << st.query(1, 4) << endl;

cout << st.query(3, 7) << endl;

return 0;

}

**Output SS:**

![](data:image/png;base64,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)

**Problem-58 : Implement Sliding Window Maximum using Deque**

**Code:**

#include <iostream>

#include <vector>

#include <deque>

using namespace std;

vector<int> maxSlidingWindow(vector<int>& nums, int k) {

vector<int> result;

deque<int> dq;

for (int i = 0; i < nums.size(); i++) {

if (!dq.empty() && dq.front() == i - k) dq.pop\_front();

while (!dq.empty() && nums[dq.back()] <= nums[i]) dq.pop\_back();

dq.push\_back(i);

if (i >= k - 1) result.push\_back(nums[dq.front()]);

}

return result;

}

int main() {

vector<int> nums = {1,3,-1,-3,5,3,6,7};

int k = 3;

vector<int> result = maxSlidingWindow(nums, k);

for (int num : result) cout << num << " ";

return 0;

}

**Output SS:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyUAAACYCAIAAAB1StH+AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsQAAA7EAZUrDhsAABAzSURBVHhe7d3fixxlvgdg/5Bzc272YkH2IAFv9MKrJBAHCcghkYNCFkQvIgGPWZy4XiwDyoqIcASXEwgMq+ySQGCIw+5GWWJAEtiQVZYENANKRoTICQwEZiDQh/rR3VX1vl3d/XaXzkw/zXPhVNdb9da3J74f3re65pFHf3UAAIDuPBJuAgBgjuQtAIBuyVsAAN2StwAAuiVvAQB0S94CAOiWvAUANB1++uj5tctfffM9DefXLh9++mhYsXbyFgDQdH7t8qnX3gi3c+q1N86vXQ63t5O3AICmr775PtxIIaE48hYA0JQQKRZHQnHkLQCgKSFSLI6E4shbAEBTQqRYHAnFkbcAgKaESLE4EoojbwEATQmRYnEkFEfeAgCaEiLF4kgojrwFADQlRIrFkVAceQsAaEqIFIsjoThd5K2lE69+8PHa+qXMn99/9aVDzR0AgF0tIVIsjoTizDdvLZ1evX73Qa/5erB5bfWM1AUAe0VCpJiL9z/duHPj4ulg+66SUJw55q2ld774cZixHu5sP9jZfjjccO+L96aOXH+6nR3kwe2Pw7fm4q2rd7Pjb155K3gLABZYQqSYwHMrF67fub8ziApbP2xcqc/IXNjo9bauv9NsuLskFGdueevlixvbRfm2Ni69O1hDXDrx7vqdrbKwdz95JWzY5uJG3m7jQvjWXPz+et61rWu/D94CgAWWECnGOPbBlR/ypPVwZ2tz487XG3d+KPPB9nefrRwpd5O3Wr24freo2f3r7/RLNnTkvWv3i7c3L70YvNtigrz17Mkzp5fPvHysuX0i8hYAxCREijb9JHDvxurpak449valr7OheHvj4sv5Fnmrzem/FyuJP175bfOt0m+v3sv3uPf577Ify6BTC1LvlNsuZj+WSav+Kj6AfttL/3O1eq/Y1tfrg3T86K/eu5bvdOdipQ/Vk5b/3Xi1BTsAWBwJkaLFm3lO2LoevbPolUvf9Xq9nVurSyPz1rFXTi+fOX3yuaDt8N3EmZckCcWZS95ayivV621+dqL51sBLf9us7DOHvFW+shu8yoXM6uyavAUA6RIixWgf3HzQ6z28/XG4AlY4+cGFtfWP330pkrdOrl7b7N/vlX0Db+NvK1ksi76bzbysZe3LZat8rL+z9t6VfJ+t6+81z5sqoThzyVtluGm/kjJO1eeoRuatQnQ9cRCV7n957jdF0ZdOr35ZbCznz8bmrdoW64kAUJMQKUZazte4bq82t8fU8taLF+9s93rbP95cO7uyfGblo+t3sxmW/mJauUa5dff6xfeXz7z/0dX+/eK1vLX9YKe3tXntr+sXPjwTni5NQnHmmbe2/3k2eGto3nmrGZJqx5e3AGAGCZFipHy0bZ+UGajmrfdv7GRj9LvVCa3PsvvFb//5UPnuzq2PKouM/QRWzVvZ0UbNq6VKKM5c8taBC1/nueje1dEPzDhzpbiB67v1bO02jD7T5q1wcffd6jHlLQBIlxApRnorn2dqnZQZqOStt7Pw9GDjSvkE9dKt+9nS5Lni3XtX36w3P7S22chb9/4+t2mtgYTizCdvnfikuDlr5+aHlRBacejDL4ubrO5+kq3ORqLPT5C3ajtUDiVvAUBdQqQYbfXWw9jAPXDkpVPLZ079unG/fH7XV/y1caF4t5oZCtnIXr9/q5oE5iShOPPJW48eWb1V5KntjQsng3dP5uuv2bu3zxVzeoOgM3zQaP+G+gnzVhCSouuJW1+8PdjhxF/LE8hbANAuIVK0yNf+enfXoo/hXCpG8GJGpjm/NfKreJPOb+2vvPWrA4fK2aNe7+HWnU/Pvpmn1EO//t0fPt3YKp8yX12CzaNur7f9r9Vnsx+XTq/1H5dazVvlMetrt2VIar9f/sC52/nPD26fy78geug362Xmq+atI+Vjw0b8BgDAgkqIFG2KO997W7f+1Pj7fs+tfLqZvXO/nP0ac//WkbPX7u1sb6yfmvj+rf2Wt7JHzH90u0xCkdfWrY+qmWbpD//sf4Fzu/JAh0beqs4lbu9M8zyI4Qpm8ZeFKi2qs2UvlU+yKI7fmEgDgEWVECnaHVr5LP92Ya93f/Pm5/nNWJ9/ebcY0bduf9xfHKt9P7FYPcvncbLvJ/7vZ/k3EPsJbLLvJ+7DvJVPI61e2WiGrq2Nq/2JqIoj5SNli9f25tVL5e1VtbXYQyvrd8pn02dxaqVy71fr806zSLeyNphay05wZa1sWAtVtUd3yFsAkEmIFOMde/vSv36s/m3l3sOdu9drT5wf9/ytzWvnKtM3kzx/a1/mrb7nXl7O/szO6eVX8uXC0fJnwha3yE2qfq99/vd8/vvEyK965j15dfD3HAGA8RIixcSWTryah4TJR2fPl/8ZxL7bCADMUUKkWBwJxZG3AICmhEixOBKKI28BAE0JkWJxJBRnD+at/Klo4+8MAwBSJUSKxZFQnD2YtwCAjiVEisWRUBx5CwBoSogUiyOhOPIWANCUECkWR0Jx5C0AoCkhUiyOhOLIWwBAU0KkWBwJxZG3AICmhEixOBKKI28BAE0JkWJxJBRH3gIAmhIixeJIKI68BQA0JUSKxZFQHHkLAGg6v3b51GtvhNs59dob59cuh9vbyVsAQNPhp4+eX7v81Tff03B+7fLhp4+GFWsnbwEAdEveAgDolrwFANAteQsAoFvyFgBAt+QtAIBuyVsAAN2StwAAuvXIfx77LwAAuvPIv/37fwAA0B15CwCgW/IWAEC35C0AgG7JWwAA3ZK3AAC6Fc9br//lu/+rvP5xrrlDu9mar6x/W2097RFmbF6qXsK3f1kJd4iJnLp4TXwEAGAfiuStszeKjHD59ezHP/4j/2nyyDJj8zK13PhjsH1CMzYf9nlwkNeXZ0hLy5e/ne7yAYD9JpK3Ann+KPNTgmmbZ/vPMCE0Y/MiL363vtzcniY/2s2zwXYAYHFMkrfyGaMpAlPDtM1nDExzaD7b9FjVjJ0BAPaDSfLWjBFkyuYzLsDN2PzczSlXP9vkN4HNbaoMANijxuat4h7w5NAwffM8MFVf06Wf2Zr3E1L/Fq7pVkIbZr+TDADYD0blreFX7abKK3NpfvbG4IanMvdMtSQ3S/PyZv9Bt/PprsTINdepMgBg7xqVtwamjix1MzbPzHjL+VTNi7xVC0mpsSk7VFpQAwD2l7F5KzPjV/ZmbD7jXVBTNc93roezfIFy6ryY1goA2I8mylv5HM+kkSVituZTBabQdM3DribdgB/JbQDAopoob804QTVb8+JWsOTsMmXzYF5qurhWmvIrmQDAvhbmrUZA6X9Tb9L0MGPzRr4pm08+vTRj8+Ff8sk7XP3vyRWtpjopALCPhXmr+dcPp40OMzYPHugw5dzSjM0LxdcSi9eUYWv657sCAPtcJG8BADBH8hYAQLfkLQCAbslbAADdkrcAALolbwEAdEveAgDolrwFANAteQsAoFvyFgBAt+QtAIBuyVsAAN2StwAAuiVvAQB0S94CAOiWvAUA0C15CwCgW/IWAEC35C0AgG7JWwAA3ZK3AAC6JW8BAHRL3gIA6Ja8BQDQLXkLAKBb8hYAQLfkLQCAbslbAADdkrcAALolbwEAdEveAgDolrwFANAteQsAoFvyFgBAt+QtAIBuyVsAAN2StwAAuiVvAQB0S94CAOiWvAUA0C15CwCgWwuQt355+NnjLzz75OPN7Yvr8SeeeeH5Zw7/ormdOXjs4AvPH++buMjVVgcPNN8FYK/bvXmrNm5lQ9fRx37Z3Gcic81bv3jyeK1XUw6rP4nHn3jm+BNttfr58taBo43Szetz2SWKX4/+RT3+2IEpry6vj7wFsP/szrz11MFyPM5zQx6Ynj9+9LHmbpOZf95K7clP5KmDRd2a239mg6ia54nyI57X57I7zBxk5S2AfWoX5q180JpjYli0vJWN2fOr3tzkAevgU8H2/UTeAiBu9+WtfMgZE49qy1Jh+ikSW3+lL5K3BvNnUwe71rwVS4pFV2s5Y9zZy/m8of4AnDVsVCZbdS0H+MpV11R6Wz1yPBbUDhIW7eCB2orqmI+pZkzeihQ2720jfASrzPWrGFm6QnvlgwI2ettcDB0eIb7KPNyh/YNrnkLeAth/InmrOaT1lQNGMKT1lYPlmObj5M3DsXCoHNuKsarsTHX/ckwtBq1BZ4ZnL5rUM8rkI1wkFtQ0ZjiCkDHu7P2Ru39F2QA8ON1Ew3Z+hLYCBp0ciJVu2Pn6Im+/8xN+rP39R5YuUthm3up3oOxSdsDq2VtLN7by9S1hRi/CVr9oeXHCa2kr7NgPbnCWyX8bC2P+xXX8DxaASUTy1s9q1Ig1ECSYYku/STHohgmmP3iExw+3tInOZNRGpspQHYzK4bli+WxkZyYatpPzVtiwXswi7rRfTqvB/FBslmts3go/2br20oVdjVS+JWFEuhcRnqUQOXj4wWWS8hYAu99ey1uxAakaFIKIU1+gDOctJh1Kp9i5THjPBPlg7NljV1cx0bAdxqZAtMjRjdV0GybdyNnHKaeRcmG2a8lb0e5VtJdubOXLjo2uW2RdODSqkxN9cJn2qwBgz9pjeSsaJiobY82rY23zFpz42N8iEgsiylTRnC8Zd/bo1VVMNGyPO8iIKsXiVJi3xp59Uv1SDA4YKWwtb0W7NzTmqsdVfniKQuxERYwOWlVFCztN6eQtgH0qkrfG3M/R8e0gkQmqiuiwOm3emmU8i8SCiP7I3ejJuLNHr65iomF73EFGVCkeaDrLW5kilZbFjBR23nmrpfIVwxm4+P6D6Ba58GhhpyndFP0cGvMvruN/sABMIpK3fl7FLMLI/9fHBqTqWBuJa+PWE6cSiQWBvA/Hn3iyct7C2LPHrq4iHLYjA/yY5DGi1YiNneatWjEjha1VI9q9UTsHxla+Ke10o1qFpRuxZ/ywAOx5uy5v9SeHRiWGcJ6jNnQVca06YtUD3IhxbmKRWNBQGTKD6DP27OHVtb5bTF00Dph1YFT1CvFuBL1tDP9haJgxb4XzW7WzF/Mug48y3KEuKE5N/JJbjPugI9UYfZagb9EPrllwAPaPXZi3Kks2xfjaGJyKd8sfw3BWbCkHrcFayXBoLJdXBk2CsbDVJMNw5WjBADzu7EU6HJ4i2394deXlFPuPWtgqT9HSyaBX1e21sFjtWyRhTJG3yt72e9Xv/DBb1CpT9qQePspPdtCH7OwTl25M5esTYMG1N+ZNw9+6wqjCTvbByVsA+9euzFuZ4YgbGZxqt6SEwaLSNmsVBoXGwcOBc6T+oB7tWzEMR25Cqo+s485eu7rmDtW7bcqnj44YtvsG/QlK2tyhefx60cIyTpO3+mmpovXC+x9cI3w0bzZqBOXW0gUViMT0gcaVBp97+FvXlrfGfHC1z6u2W3gcAPaiXZu3AAD2CXkLAKBb8hYAQLfkLQCAbslbAADdkrcAALolbwEAdEveAgDolrwFANAteQsAoFvyFgBAt+QtAIBuyVsAAN2StwAAuiVvAQB0S94CAOiWvAUA0C15CwCgW/IWAEC35C0AgG79P/JbucFI4TfqAAAAAElFTkSuQmCC)

**Problem-59 : Implement Graph Cycle Detection using Union-Find**

**Code:**

#include <iostream>

#include <vector>

using namespace std;

class Graph {

int V;

vector<pair<int, int>> edges;

vector<int> parent, rank;

public:

Graph(int V) : V(V) {

parent.resize(V);

rank.resize(V, 0);

for (int i = 0; i < V; i++) parent[i] = i;

}

void addEdge(int u, int v) {

edges.push\_back({u, v});

}

int find(int x) {

if (parent[x] != x) parent[x] = find(parent[x]);

return parent[x];

}

bool unionSet(int x, int y) {

int rootX = find(x);

int rootY = find(y);

if (rootX == rootY) return true;

if (rank[rootX] > rank[rootY]) parent[rootY] = rootX;

else if (rank[rootX] < rank[rootY]) parent[rootX] = rootY;

else { parent[rootY] = rootX; rank[rootX]++; }

return false;

}

bool hasCycle() {

for (auto &[u, v] : edges) {

if (unionSet(u, v)) return true;

}

return false;

}

};

int main() {

Graph g(4);

g.addEdge(0, 1);

g.addEdge(1, 2);

g.addEdge(2, 3);

g.addEdge(3, 0);

cout << (g.hasCycle() ? "Cycle detected" : "No cycle detected") << endl;

return 0;

}

**Output SS:**

![](data:image/png;base64,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)

**Problem-60 : Implement A Pathfinding using Graph + Priority Queue**

**Code:**

#include <iostream>

#include <vector>

#include <queue>

#include <limits>

using namespace std;

struct Edge {

int to, weight;

Edge(int t, int w) : to(t), weight(w) {}

};

vector<int> dijkstra(int n, vector<vector<Edge>>& graph, int start) {

vector<int> dist(n, numeric\_limits<int>::max());

priority\_queue<pair<int, int>, vector<pair<int, int>>, greater<pair<int, int>>> pq;

dist[start] = 0;

pq.push({0, start});

while (!pq.empty()) {

int d = pq.top().first, u = pq.top().second;

pq.pop();

if (d > dist[u]) continue;

for (Edge& e : graph[u]) {

int v = e.to, w = e.weight;

if (dist[u] + w < dist[v]) {

dist[v] = dist[u] + w;

pq.push({dist[v], v});

}

}

}

return dist;

}

int main() {

int n = 5;

vector<vector<Edge>> graph(n);

graph[0].push\_back(Edge(1, 2));

graph[0].push\_back(Edge(3, 6));

graph[1].push\_back(Edge(2, 3));

graph[1].push\_back(Edge(3, 8));

graph[1].push\_back(Edge(4, 5));

graph[2].push\_back(Edge(4, 7));

graph[3].push\_back(Edge(4, 9));

int start = 0;

vector<int> distances = dijkstra(n, graph, start);

for (int i = 0; i < n; i++) {

cout << "Distance from " << start << " to " << i << " is " << distances[i] << endl;

}

return 0;

}

**Output SS:**
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